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Lab Task 08

#include <iostream>

#include <string>

using namespace std;

class Node

{

private:

int data;

Node \*left, \*right;

public:

Node()

{

}

Node(int x)

{

data = x;

left = right = NULL;

}

void setData(int value)

{

data = value;

}

int getData()

{

return data;

}

void setLeft(Node \*other)

{

left = other;

}

Node \*getLeft()

{

return left;

}

void setRight(Node \*other)

{

right = other;

}

Node \*getRight()

{

return right;

}

};

Node \*insertNode(int arr[], int start, int end)

{

if (start > end)

{

return NULL;

}

int indexNumber = (start + end) / 2;

Node \*root = new Node(arr[indexNumber]);

root->setLeft(insertNode(arr, start, indexNumber - 1));

root->setRight(insertNode(arr, indexNumber + 1, end));

return root;

}

int searchNode(Node \*root, int target)

{

if (!root)

{

return -1;

}

int closestNumber = root->getData();

Node \*current = root;

while (current)

{

// the abs is a built in function which will give the absolute value of the number

if (abs(current->getData() - target) < abs(closestNumber - target))

{

closestNumber = current->getData();

}

if (target < current->getData())

{

current = current->getLeft();

}

else if (target > current->getData())

{

current = current->getRight();

}

else

{

return current->getData();

}

}

return closestNumber;

}

bool isValueCorrectlyPlaced(Node \*root, int value)

{

Node \*current = root;

while (current)

{

if (value < current->getData())

{

if (current->getLeft() && current->getLeft()->getData() == value)

{

return true;

}

current = current->getLeft();

}

else if (value > current->getData())

{

if (current->getRight() && current->getRight()->getData() == value)

{

return true;

}

current = current->getRight();

}

else

{

return false;

}

}

return false;

}

void inOrder(Node \*root)

{

if (root == NULL)

{

return;

}

inOrder(root->getLeft());

cout << root->getData() << " ";

inOrder(root->getRight());

}

void preOrder(Node \*root)

{

if (root == NULL)

return;

cout << " " << root->getData();

preOrder(root->getLeft());

preOrder(root->getRight());

}

void postOrder(Node \*root)

{

if (root == NULL)

{

return;

}

postOrder(root->getLeft());

postOrder(root->getRight());

cout << root->getData() << " ";

}

int main()

{

Node \*root = NULL;

int arr[] = {1, 2, 3, 4, 5, 6, 7};

root = insertNode(arr, 0, 6);

cout << "\n InOrder: ";

inOrder(root);

cout << "\n PreOrder: ";

preOrder(root);

cout << "\n PostOrder:";

postOrder(root);

cout << "\n";

int targetValue = 8;

int found = searchNode(root, targetValue);

cout << "\n The closest number to the " << targetValue << " is: " << found << endl;

int randomValue = 4;

if (isValueCorrectlyPlaced(root, randomValue))

{

cout << "The value " << randomValue << " is correctly placed in the BST." << endl;

}

else

{

cout << "The value " << randomValue << " is NOT correctly placed in the BST." << endl;

}

return 0;

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoMAAACMCAYAAAAHp6NyAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAB9RSURBVHhe7d29crJOGwbw6/8eg83TWaWzgmZPwLHxAKgyNqm08gAYeqns0jip6KVxPIFtqEKXyu4p4jnwFnwIC8KCGM3D9ZuxEDfLfqDc2V3gvyiKIhARERHRIP1P3UBEREREw8FgkIiIiGjAGAwSERERDRiDQSIiIqIBYzBIRERENGAMBomIiIgGjMEgERER0YAxGCQiIiIaMAaDRERERAPGYJCIiIhowBgMEhEREQ0Yg0EiIiKiAWMwSERERDRg/3QwePZXME1X3UxEREREif+iKIrUjTrO/gozR6qbAWEj2M7VrfXOPlYzB1luXfKoEJdxjCBYqx89l9CFufBuqnfomlh4l/fCPmA7H+WTNEvLkWPtAqwnhU3tZHla7fuhojzoWjdUHGfWDkGLyrmmiXJpYje3ExER0aNEPdgYRrT5VLdq+txEhrGM9t+XTfulERnLfT5VJ9/7ZWQYG3XzU9kYRmRs9jfV+Xu/LP7t5yYybumTVA/57JdGZBhGt3743HT7uwrxsVA8znpRcfwSERH9Jg+fJnYXHoRtIz/QM98GsKSDlX/OJ/3n+CsT2AUI1t1GA1Oj+bY4ojhZwxaAdwzzydq7MZ+zv4IjLex2lvrRzwpdzBzAPmwLx1kf/HcPsN56z5eIiOin3DUYDF0TphvG032mmbxWyGK80IUHgakon0mnFiC//sZvQhem6SLEGf4qzSfJO+/sY5Xtx6yexlbSmCu/+LnuvrK0Vz7TMN/eeWrxdFK3dCJe/qibtHw4EsJ+xT2rqCM83ilgC104UsB+fXQNiYiIurtrMAgA8BYw318QBAGCIIAtJBwnDsDOpxOA8fWTdCGY8bAwZzhOD3FeBxvCWyCLw0IX5szBeBfvJwgCHGyR+/s0zRHTwyXNbuyUA8Kmff0CXxLAeKxubiUd2euyPi90TXjC7vS3RV7uHwmz02jx6QSIl3gk9pLX7RcW+e8eIKbXj18iIqJf4P7BoHJRhJgKQH4VklT586IEcski/Sy4GM0xBnA6xcFBPF23qx1p89/LU9KTVxtCHi+jlYm6fWUm6zhYrNvpA4SuCQ8dR6xyo7gzR8LatbzoA/Hoazx7etv0d9a+6etgA86s9UjslwSk8w7YuX8CLO+2gPDs4yh7qCMREdGD3T8Y7OjvlzrFK6DOVq6DS8D2JQFrWh/8xEHBrDDSZM4cSEikM9Kx+n09s7O/QnxhcjHo1aYEYFi0nwb3HQeyITDvZDSHHS9iVD9ppLbH5NWGgNd5tDf8cCCF3X8diYiIfthDg8HReAzgVBqVQzpDfOM0ZxVhJ1O/yutfOKlnt/uxdr0FruudBXjvlX1U6UfW0VUfM61cG+3V0dfIJxER0RN4aDCIyRoWJI5SOSGnU3ANI30q9cSuji6+iNxFKf+a0M0Cwf6nrWvWdSrCowdAwpnlRl8XXm7t3w1Ts2mftlynV7gYKXX2Ef+/0SKjRPjhQML6J/6BICIiemwwCODVFpCOUxjp6TLNOLUA6Xxk79WbMAPA/M0CvEWnixAq3Xg1cW/OPlaLeM1kr4Fgkq+wX9VPrpqsy6Ouwc5KbjodtL/xdE46Bd52RG4yjfs9302+03GaNxkVbNMmREREz6xzMBg/6i0e+fEAeIsrt2ppMJpvEV8XcBlJcsbtg5rJOoAtLleevr8ckiCkkAjBziqvG2xZ5r7k29CRAKSTvW8TX/pO8lQNb1GsV8t8Qrf4t+mV131NObeVbx/TNDE7TrtN6Sf9nh2j6THW4Wkv6ajgo9qEiIiob50fR0dEREREv1/nkUEiIiIi+v0YDBIRERENGINBIiIiogFjMEhEREQ0YAwGiYiIiAaMwSARERHRgDEYJCIiIhqwwQeD8Y2Nb3tEGhEREdFv1fmm01WPe4OwOz3VQcvZx2qWPGkD/e3r7K8wc8Y3PSbtqYRu8ixgq1Od1H4V9qH70zbSsnTtq6wuF9auwxNIUuox1PbxfRXlQYc2cpOn9lS5qX5ERERdRB19bozIWO4L2/ZLIzKMTWFbLz43kWEso/33ZdN+Wd5/F9/75X3K/CBxH3Trh+/9stimn5vIMIxo85lPpWdjGJGx2ffWT1F0W3nifi4eQ619bjq1q5aKY5yIiOgn9DpNPLdtCHitnoerw114ELaN/ODLfBvAkg5W/jmfdNDO/gqOtLBTn8msaTTfFkfwJmvYAvCO7TrUX5nALkCw7jAaWKdjeRC6mDmAfdgWjqFn4r97gPX2tOUjIqJ/V6/BIEZzjAGcTkmAFrowTRchzvBXJkwzeanR4tnHKv3MNGGu/MtnoQsPAlNRPktOLUB+/Y3fdNzXzMkmDa+mKZQHLfaVpb3yWc8+HAlhv6L3WcbTSd1Sa76971SnePmjbqoVHp880ApdOFLAfr1joxEREV3RbzB49nECMB7nz7oeFuYMx+kBQRAgONgQ3uIyehi6MGdHTA9B/HkQYDd2sgDsfDoBGF8/kRcCFZ19ORjvLvs62CL3983luWjY1w8LXROesFutXdPxJQGMx+rmh0hHPtvW8XQCxEs8YpkF7p0vGvJyeZi9jEz77x4gptePcSIiojvqNRh0Zw6ksEujQtYuuJzAldFD/708BTx5tSHkEU3n2T8vSiCnsS9Yu1L58tqUp25fmck6Dhbrdnqrs494lrHfadnQNeHhwSNW6chqMopr7dpfFPMlAem8A3YuwLe89gFh2pfp62ADzuy2Ud+zj6Psv++IiIh03RYMSqcwSnKyDxVXjQqos3rr4BJExSfqWSEfc+ZAQiKdAb7m75c6xdu8L2taH9jol6d+Xz/JdxzIhiC3rbO/QnwhcDEw/nFKAIZFtyl3tR6T1x7Wt47msONFjOon2sKP6n+giIiIfsptwaCwCyfqroGQsJOpVuW1ngCj8RjAqTQqh3SG+A5TmHXleTp3WG8W325HAtauc5/ey3pnAd575fHQyrWR3E6qj89GdxrRJSIiauO2YLAHLyJ3EUiVyRoWJI5SOdum02sNI30q9eSvji42lufJhEcPgIQzy41kLrzc2raWU6GhmwWCd53avknNGtIKhQuNUpXrW9v7+yU7r/cLPxxIWM/5TwYREQ3Gw4PB+ZsFeIvahfivtoB0nMLoS5ep0akFSOcje6/eYBma5WnlzlcTT9blEcxgZyU3nQ7a3Xj67GO1iNdVPmUgmJRP2K/qJ7Um07hP813gO7dPz6ZT6Z1G9pJRwbZ1ISIi6tvDg0FM1gh2VnmdXu7q3dF8i3it/uVzZ9w+YJmsA9jicjXo+8shCZwKiRrL86/yneTpHN6iWHfTbLW2Ln7EX9JPsri2tE0+oVssQ3qVd+up66RPvYVy/JTWt9bL18s0TcyO087LB9JRwdZ1ISIi6lnnx9ERERER0e/3+JFBIiIiInoYBoNEREREA8ZgkIiIiGjAGAwSERERDRiDQSIiIqIBYzBIRERENGAMBomIiIgGjMGghvhmwy0f60ZERET0C3QOBktPh7j3UzrOPlZNT7BI0vxIeX5a+li7rnVK/z73qm3LGmrfd3p0X0V5uuTlVuRxU/3UY6hTJomsjvxHgoiInlfnYBAAIOzCM3FtOI878YVu9riyQnm6Bk9PxDVNmMcX2EL9pIXJuvT8Ym/RPmA6+yssTrl+Tx7d1zafWPr85Mur7ePZ1upzmZMyAQIvf9TU9c7+qnQMtX3kYZ7/rjz4moiI6AndFgwq5rYNAa9jYHAbd+FB2DbyscR8G8CSTuvRpmfir0xgFyBYt3uObqPJGrYAvGO7zhrNt8Vn+nbM5578dw+w3grHQqPQxcwB7MO23d9dcfZXcKSFnfrsayIioifTazCI0RxjAKdTLvhSpwOrRurUNLkpvni9nglz5kAC8Bb5dMkoZOjCg8BUlM/iUwuQX3/jN6EL03QR4gx/VTMVqEwVzhxZ/LwiTaleuvvK0lZ/Nt8GuGFwqpFoO3x2zemkbnmM0IUjBezXdo0WHjsEkDU+HAlhv6JdKYiIiH5ev8Hg2ccJwHgcn1HP/grm4gRbnbrNTyWffawWHqxdcaovDYBG82287WBDAEq6dZzF6QRgfP1EXghUPCzMGY7TwyVfb3EZzQxdmDMH49x+Dur8bMWU9G5cNSXdsK8HSkeu2k7LVvmSAMZjdbMGr/APQB8juP67B4jp9WPhitMJEC/xSGzpn42WQteEJ+xe2paIiOjeeg0G3ZkDKewskItHR5SpW3Uq+e8XZIf1Xbr+vJQX2lm73No0ZTQznmLc1Y7G+e/lKenJqw0hj1Djmbp9ZdL1fHU77UNuBHbmSFi7OJi+Reia8NB+JK60hvFgA86scnRU29nHUQLWW/sp9S8JSOcdsHMBvuW1DwjPPuJZ6vZlICIieoTbgkHpFEZ2Tvbhsp7s7ONUNXU7mmMqcgHRZA1bSDizOI9bYoEqf7/UKd5y4LnOXbjwJQFrWh/YxIHDrFD3eBpbIp2RjtXv68cpARgW1VPTus7+CgsPpcC4k9Ecdrz4UP1EW/hR/GekLbUek9f2a2B9x4Fs+GeCiIjomdwWDCpXE3cNcubbdCTmsiawzZThaDwGcCqNyiGdIe40hVlP2MnUr/L6TUHAemcB3ntluzU5+6t4LaW169zv1ar7sdE9RuSujeRe03G9IhER0SPdFgzWGc0xhsRRKifSZCovXVeYN1lfgkJ5VEf0akzWsGr21TTSp1JP/uro4ovIXZTy69WstbwmdLNAsM+p7b9fstN6P6SjgrA6B+OFC41SyhrYJuHRA3AZ5TZNE+bCy62NbDnlTERE9APuFwymJ1jHKYz0+E7zVF7laF4ySnPtFiavtqjeV8spu7jMH9n70DWxUG4XN3+zAG/RavSyVs3VxHeTXLgj7Ff1k3rJ3/UdCKZTzp1G9pJRwdZ1yZlM4z7Nd4HOsZqX/jNTeO2s3P0Ub1+jSURE1Lf/oiiK1I06QteMbz6cv+dchWw6MaUEEaXPUU6TOftYJbeYiVmFE2wpLzWf0E2ubq6/l5y/MpFmI+wDtuMPmAsUT+ahm4z65Ihce2juC8jlpZa3qk451k5/Wroc1Aq9sinybaNqU55SvfJt11Jct+Kx0InapxX90Vrolo8dIiKiJ9I5GCQiIiKi3++u08RERERE9NwYDBIRERENGINBIiIiogFjMEhEREQ0YAwGiYiIiAaMwSARERHRgDEYJCIiIhowBoNEREREA8ZgkIiIiGjAGAwSERERDRiDQSIiIqIBYzBIRERENGAMBomIiIgGjMEgERER0YAxGCQiIiIaMAaDRERERAPGYJCIiIhowBgMEhEREQ0Yg0EiIiKiAWMwSERERDRgDAaJiIiIBozBIBEREdGAMRgkIiIiGjAGg0REREQDxmCQiIiIaMAYDBIRERENGINBIiIiogG7azAYuibMla9ufpzQhWmal5cbqimoB0/X70/mV7dP+h36reUnIqKSbsGgGlSpr2cNsiZrBEGAIAhgC/XDJ3b2sTJNPGuz/go/2YY/uS8dpe+rq6b4dVz1Nyf3epp2JyL6JboFg7mgKggCWACs3eV9sJ6of0FEjxC6MBcn2IfL93Nned0DwvS7v52rn/yode73J3vtLAACL3/U1EREVKdbMEhEv0J49ADrDfPRZdtkagE4wT/nU/5+/nu5rkRE1Oz+weB4rExTVYxIJNNqWZob1iOFbn7KaNXthKdOq1WVR01TNT2lU6+afM7+Kt42cyABeIt8uop2rBG6yfR9YX/F9qlayxaXIdlX6MI0XYRZHi5ChMmUndLWpX6v6Ium9kn3hzP8VS5dqaGva9WGal+o5WnQal+l9qnoz6b20XU6Fd6eTycA43ZBk9o21/pATVf1vcinq/ywg9CFIwXsV85KEBG1FvVgYxjR5lPdGkWfGyMyDCMylvts235ZfB99biLDWEb77/wmJY2m/dKIDGNT3Lapzme/NCKjotDf+2WpPKV8v/fR8kqdMzr10sknapGuhk5flMqXtUdS989Nlsd39BltjGW0XC6j/fd3oT2r9lXKW6d90v0ZRrRME3Zti4a/0+p3XQ37qmoftS+02kdHUha1D7P27ODad6ep3gVp32olblZqPyIi0nb/kUFhF9YXiakA5Ff23n/3IGy7OI31akPIY3kkqcbZX8UjA4d1Yft83W5t04cjS+WZ2zYEvMsIx98vyIa1SVr10sinVw19oct6m2OECQAJOX7DfFQxxKTsS627VvskrF2AbZpwNMcYwOnU4uDQoNXvfWroizbtU2s0xzYIYAsvHolL1g9m7dmnNsdzuvawj/XFZx9HGR+XRETU3v2DwQZfEpDOrDi1NHMgIfH1V0193d8vCYhpu6kv1dnHCQJToWQymmMqcgHIZA1bSDiz69NgWvXSyOf5FE/2QuvMnwZxl7prtQ9Q2h+Siwd6DWZ0+/0H6bdPg2Sq2RnvEAQBDjbi4+0eB9uDjufww4EUNvqIK4mIhujhwSAACPtQvjIwCJ76x32+Ta/MvKwNWylDNjr10snnn3D2UVy5ptc+Q9ZH+/iOA2ntshG40XwbX3XrLe4SrP348Xz2EV83wlFBIqKuHh4MvghAthrqqPYnzkjd3E4yenWUyskrmYYaj8ujUZP15eQnjzLb3rZe1/L5ZyhTiG3b56469Pu99dU+X7Ji9PbPC+59m82fOp7DDwcSVqsAmYiIih4eDM7f4lGKW0cPRvMtLHilKy59t90VmFMLkI5TWJflO83TUPEFmuPsfdd6qfkAl3Vy3vEOQzk5akB99leYOf2cyN1F8bYfXduns4Y27NrvlRr2paOv9qmq108GUJXHM3q6mjgZFRT2q/oJERG18PBgEJM1gp1VXh/V4TYa6yCADSeXzwp4vUwfZbf+ME048b0/snTpyXKyzq2rStOOd4XF/vl8CmnyZ1eNemnlk1gfbIisvGb1rUhuNJpvLxcamCZmX2/JjXzbiYPKfD+YONmH1u3Tt7o21On3Nur2paWn9pmsA+ysyzo+0zSx8CwEQfFCqyY63502x3Mf0qC21/WjREQD9F8URZG6kYiIiIiG4fEjg0RERET0MAwGiYiIiAaMwSARERHRgDEYJCIiIhowBoNEREREA8ZgkIiIiGjAGAwSERERDVjnYDB0298A9+HSpx6kr1uefvCM0vr9tn75LZ7t+Hm28lSIb0Td8obbqSc5nn/lbx0RUQvlYFA9waivJzzhaJusEQTxM1Ptez+cVUdFW//m5v31zj5WdX3wbMfPs5Xnt2rq9x8UuhW/uVWBqPrbkU+jfqa+nqGiRPRUysFg7gQTBAEsANbu8v5ej5YaJKWtg50Fb3HDSSnNr+Mj1IieylCPZ2EXf4OlUwjgzv4K5uIE+5D77bCBVZqGv+FE1FI5GKTHmaxhC8A7do0Giehf8xr/KGTv5VEC1hsKj2QezbFlkEdEHd0WDI7HypRExdqgZAqmcjpDR80UjqtOeZSmRyrK06BqfVDluqdb61VDvPxRN9VT613VWKhId6VddRSns1bwz6UExX2p7RO6ME0XIc7wV1fKrpMG+n1xrcxx/5owZw4kAG+RT9fiGErqrBYPybG6KjXSdaGb1LPQjhXtrEPtiyt1utY+GZ12VtLMHKmmaKaWt6JB+2ifVv3+E791dcRL8f3pVHxPRHSLqMHGMKLNp7o1ij43RmQYRmQs99m2/bL4PvrcRIaxjPbf+U1KGg2lfKOKvL/30VIpaOXfJfZLIzIqKlZVvu/9MjKMzWWDuu8rf9dWaT8dXKtX9L2Pllf6sq390iiVc7+51D2uR7F9Sn/zuYmPH8OIlmlCtYzaaZr7orR/pcxRVJF3jWvtXLn9c1Pad5Ps+5X7u3hbdT6V+430vxeN7aPTzkl/5Xd36zF9rV5avz+6Gvpda1867aOh9DdJ2bLjP06UfS+ulTnv2m84EVHqtpFBYRfW84ipAORX9t5/9yBsuzCdMXm1IeSx1X/w8zcLUP4mPHqAmF7yrpgmUcvTl77qBRRHQWaOhLVbqyn68fcLEgJtBx1VZ38FRwrYh2I55+vLcfDhyFL7zG0bAl5p1MzaBdimCUdzjAGcTsVGrEuj0xc6Ze6LmArAey8cB/67B1jTfDJNFoLgUubJa3Ub1tL4Xui0j047x/Xc4cdmKxt+f3rVsC+d9tEmncvo4syBtHaX4x+XNYFWfjSz1UFBRFR0WzDY4EsC0pnlplbSKRmJr79q6hqTNSxIHOXlV/XoAdZb8WSuXonXaYpKQ2/1QnmxNxZ3+mGfrGELCWcWl7frLv5+yWIQrjr7OEFgKpQEozmmQg30ysHpOsgFfkBjGp2+aCxzj0bzbfFYPfs4SgH7tUOEpE4NXgmWmzR9L3TaR6edvyRgTTvU8x+g0z7alAtI7NOiclp6nXx+sAXgLfqdliaiQblrMAgAwj4UftjSV9vRg1dbxAunEY+mebAKeYSuiYUnClfYHe54v42+6qVa76zSyFJf5tu4jDvrMqLQZh3bs7pXX3Q1tZJF/gDO8gipLva/0Xisn1mf34tna+dnc6/2uTaqnhrNtwh2FiCdq2mIiOrcNRh8EYBs/W9xtZGYZlMu4dGDsF8Ln59OKF9hdyd91qva+K71mKwvQWEWYGv6E1de3XwxmmOsjOIC6QhZu0BGh05fNJa5Z5fpwTPkEd1GBasko67qSGkdne+FTvvotDMqRi3/frU7vn4r3fbprl2/ExG1cddgcP5mAd6in9Gn0RxTIXGUPo5eeRpyHM+fZe/P/qo0HaZDPTFW5dNrvfLOPlaLcqB7L6dT2nD64mlQrzQl5buX91MLkI5TXDfnOJDCvnmURKXTFzplBi7TsDff2ic5Vp3ZDA7qp1/bcGdO61FGne+FTvvotHPc7x/Z+3hUspDkOfXQ7zrt01X83bkcR27FdLD/7gEdv1/ZVdUV+RLRMPwXRVGkbsxzTRPYlac6QtfE4lRcVB2faMaFRe8IXZjqGUFZjK0tzcvaVd441TVNZHsSNg5vX5gtkJWn6kQYE7AP2+zH1l+ZyJJZOwTTI8xcPkA/9SqfLIvl0KVTr8o0V9pRR6GNKspd2p+6r9BNbpxbU1+dNNDvi6YyA0lAntxqJHa5iKNUp0xFXkmZrIrvjo7ysRFPQ+bXU+qWp+l7kWpsH412zuch7AO244/yd6eBTr20f3901fS79r402qdJVb+Xvjulslakybn2G57K9tmyrET072gMBomog9BtHQTlVQUgRERE93DXaWKiQUqm++92myAiIqIeMRgk6km29mrmYFwzLUdERPRMOE1MRERENGAMBomIiAgAYJqmuqkkCAJ1E/1ynCYmIiIiGjAGg0REREQDxmCQiIiIaMD+mWDw7K/+yTvo/2S9Qvd+TyGIr7R11c03u2eZbxK6V5/q8JN9+hA1de/Ls7XhvY7vrp6tfX6Szm/CT7aPTnmIHq0yGAxdM/4xz7+qDub0R78ujSZ1n20f6zSab2E1PKjdNc3Kz90O+/spuvVS2z69zcmz1qsN9dgw6xrjF9DpUyC5X2FP3686rvpdv/I9eSY6bfiU9Ur69N7l6LV9NH/ns1srXflcx7Xf6L7ptA9+sDza1L54on9A6HerDAaB5NFEQZC9bDiFA+/sr5JHhV3SBDaw6vDNcc3kaQvK/tpmNbVue77os9KqlzwWngUsj1WP8/p9qo6Nw8t762Pjx03WcXmvPEGksU9DF+bsiGnu+2XDuelEW8fa5b7HBxunxQ1Bd0Pd+9LYhn3X65fpo33a/M7Lo4Rl2xDKb9Gz0mmfp5I9nvPSFzvLY0BIvbgeDCrmtg0BLzsJy6MErLfis0tHc2xb3mk3dE14sEonjtF82/qmvZOpBXjvv+KHqI3aep19nGDBtoGjTBKcfRzHO+wsNfHvEromvIrnpXY5Np5NbZ8CcBcehG0Xvl/zbQBLOvcf7R3Nsd1ZgLd46qC7qQ1Lfkm9+tJH+2j/zp99HKXAixCYCnn5LXpirdvnwcKjV+qLydQCcLrU4YdGnunfox0MYjTHGMDplPvmnE75FJ0cPUDYr+rmaukQ+bUjfbKG3ccPUWkovuLL1TSFF7owTRchzvBXuXRqRjr70qjXWEyBZDQw/HAwnsY/1vLr7yVRaV8V/1GOx0q6ijQ6+SjtM3NajlSefbx7gPWmMbrUQ5mr1vWU1oHp9Km6n1JnJur6NHThQWAq8mfg2NS69GnoJvkX9rkqn9yajtUqkzUs5EZO+qh7zYnKVdPrlLmuDa9R6wXNfal1u1KPvHQaduWfC0+nkQC8RT4v5XhV96WUR7vf+2ofjd/5szxCiinmoxHEVNx3ZkJtH7X9UPWb0FP7VOmrPDqUvjifTgDGlwBxNIdtC3iLf2OJEP2gqMLnxoiM5b648XsfLQ0j2nxmiSLDMCIjv60tNc8m6T5r/uB7v4wMY6NujqIoijZX9rUxjGi5/47f6JTpcxMZxjJK/yTepLRZrn2u5q2+r3G1Xt/7aGlsos/oO9ovl9H++zPaJOk+N7m2+t5HS2VH+2WxzJ+buLz5bWoanXzSuueTXS3/NRVtXKWvMpf6r6rMOn2as192O1avbY+UcmrVvaId1bpe+14U8uqp7qXyRRVlVN9XlDlV11b69WrYV009U2o5Nkq/ZBryivMplme/NAp5Z/1e2lZuB7Vcefrt0/w7v1+qx0Xzd7fKtTJldL/LSvuX+jRR1z7RA8pTKzl2svImfZO1e17ab233EUVZf9e96N/zfxLLZE0mw8lCAAAAAElFTkSuQmCC)